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Abstract

We investigate the automatic conversion between two substantially different formats used in 3D city models: the ubiquitous but semantically poor Wavefront OBJ and the semantically rich but less used OGC standard CityGML. We elaborate on their differences and on the challenges involved in their conversion, such as the inference of semantics in an OBJ file for their use in CityGML, and the storage of these semantics back in OBJ. We implement two software prototypes: a conversion of 3D building models from CityGML to OBJ (CityGML2OBJ), and one from OBJ to CityGML (OBJ2CityGML). By presenting both methods and implementations, we aim at increasing the availability of CityGML datasets and the possibility to create them in powerful 3D modelling software.

Categories and Subject Descriptors (according to ACM CCS): I.3.6 [Computer Graphics]: Methodology and Techniques—Graphics data structures and data types

Figure 1: An OBJ dataset (triangles without attributes; left) is converted to CityGML (semantically structured polygons; middle), allowing it to be used to compute the insolation of the roof surfaces. The right model shows the conversion back to OBJ with the insolation value preserved as a material, and an automatically generated colourbar.
1. Introduction

3D city models may be stored in a multitude of different formats, which limit their interoperability. Their conversion is thus a topical subject in 3D geoinformation science [SNKK09, DLZS15, ZSI12].

In this paper we show how to convert between two prominent formats used for storing 3D city models: OBJ, which is characteristic of 3D modelling and computer graphics, and CityGML, characteristic for 3D GIS, which has more powerful methods to store attributes and georeferenced datasets. By connecting the two, we also give our contribution in bridging the two disciplines.

OBJ is an ubiquitous 3D format that has wide software support in 3D modelling and 3D visualisation software. However, many GIS software packages do not support OBJ, or require certain semantics that are provided in CityGML, so it would be beneficial to convert them to be able to perform spatial analyses. On the other hand, the conversion from CityGML to OBJ is beneficial to take advantage of the high degree of support of OBJ in 3D modelling software.

The conversion from CityGML to OBJ is not difficult, but it generally entails a loss of data. We introduce a few mechanisms to mitigate it. The conversion of OBJ to CityGML requires inferring different concepts to match the structural level of CityGML.

We develop a method and implement it in two software prototypes to enhance the exchange and storage of these two formats. In this work we focus on 3D building models, however, the concepts can be applied to other types of models with minor adaptations.

2. Background and related work

[KSK15] investigate the conversion from COLLADA to CityGML. They focus on the conversion of texture and geometry. [DDG14, BAOBZ15] develop methods to extract semantics from 3D buildings stored without them (as is done in OBJ), based on geometric and topological information. [DLZS15, EM012] demonstrate the semantic mapping between IFC and CityGML. [Sci13] investigates the use of computer graphics software to handle 3D GIS data for GIS purposes, and concludes that there is potentially a high degree of synergy. [ZTM14] raises the importance of semantics in computer graphics visualisation.

3. Overview of data models

3.1. OBJ

OBJ (Object file) is a geometry definition file format developed in 1980s by Wavefront Technologies for one of their products. Since then it has gained prominence and has achieved wide support, becoming the most widespread format in 3D modelling and visualisation software. Because in practice many 3D city models are stored in OBJ, and the format has been used in the GIS community (e.g. see [AOLS15, DTK14, RR09, FLM15]), OBJ can also be considered as a 3D GIS format.

The OBJ standard is powerful in theory but its support is limited in practice. For instance, OBJ files support complex geometries including Bézier, B-spline, Cardinal and Taylor surfaces. However, most software that reads OBJ files only supports triangles or polygons.

3.2. CityGML

The Open Geospatial Consortium standard CityGML [GP12, Ope12a], is an XML-based format for storing 3D city models that are structured into semantically meaningful parts. It is a format that is intended for spatial analyses, such as estimating the energy demand needed for heating [SBCE11]. On the other hand, CityGML is also gaining adoption for visualisation purposes [GM12, ERB14].

CityGML provides thematic classes to store different classes of objects, e.g. buildings, tunnels, and bodies of water. Further, the data model supports assigning a semantic theme for each surface. In case of the exterior of buildings, there are classes such as GroundSurface—essentially the footprint of a building, and RoofSurface, which denotes the surfaces representing the roof. This standardised semantic information is advantageous for many use cases, for instance, in estimating the solar irradiation of rooftops, where only geometries stored as RoofSurface are considered in the analysis [BHL15].

CityGML provides five standard LODs: LOD0 is a 2D footprint, LOD1 is a block model obtained with extrusion, LOD2 is an upgrade of the former with simple roof structures and semantically enriched boundary surfaces, LOD3 are architecturally detailed models with fenestration, and LOD4 contains interior [Kol09]. The LOD concept in CityGML is different from the one in computer graphics since it denotes the model’s spatio-semantic adherence to its real-world counterpart [BLSZ14].

A significant disadvantage of CityGML is that currently it is not as widely adopted as OBJ, and that its storage footprint is considerably larger.

3.3. Comparison and challenges

A comparison of the two formats is given in Table 1. We elaborate here the main differences that are relevant when it comes to their conversion:

1. OBJ datasets usually come as sets of polygons or triangles, while CityGML geometry is based on the types defined in the Geometry Markup Language...
OBJ is not a geospatial format, so a geodetic datum is generated during the conversion. The software separates surfaces according to their semantic class. However, OBJ has limited support for attributes. As a solution to this problem, we mitigate this and partially preserve information in several concepts presented in Section 3.3. However, the conversion of CityGML to OBJ is not difficult, but it entails loss of information since it is not possible to preserve several concepts presented in Section 3.3. However, we mitigate this and partially preserve information in several solutions which we introduce below, and implement in a software prototype CityGML2OBJs.

2. CityGML supports thematically differentiated objects and surfaces, in contrast to OBJ where there is no standard way to differentiate them based on attributes.

3. Attribute support is limited in OBJ, while in CityGML several can be assigned to objects or to their parts.

4. Conversion from CityGML to OBJ (CityGML2OBJs)

The conversion of CityGML to OBJ is not difficult, but it entails loss of information since it is not possible to preserve several concepts presented in Section 3.3. However, we mitigate this and partially preserve information in several solutions which we introduce below, and implement in a software prototype CityGML2OBJs.

- OBJ cannot differentiate between different buildings as CityGML, so in our approach geometries are segregated in objects (a notion in the OBJ) with the same ID of the original CityGML <gml:id> of an object.
- The software separates surfaces according to their semantic class. However, OBJ has limited support for semantics. We hence store groups of equivalent semantic surfaces in separate OBJ files. This is reflected in the plural ‘OBJs’ in the name of the package, as a CityGML dataset is converted to multiple OBJs. E.g. the conversion of Delft.gml results in Delft-WallSurface.obj, Delft-RoofSurface.obj, etc.
- OBJ has limited support for attributes. As a solution to preserve attributes we have decided to take advantage of OBJ materials. Therefore, quantitative attributes of buildings (e.g. year of construction) are converted to a material of a specific material (e.g. a specific colour assigned to all faces of the building. The colour is assigned according to a colourmap that is generated based on the range of values found in the dataset. This process is aided by matplotlib [Hun07], and a reference colourmap is rendered and stored separately.
- OBJ is not a geospatial format, so a geodetic datum is generally not stored together with the data. In addition, 3D modelling, rendering and CAD software generally uses local coordinate systems, using small numbers around the origin. For this reason, during the conversion we find the centroid of the geometry, and translate the dataset so that the centroid corresponds to the origin of a local coordinate system centred at (0, 0).

The process of the conversion is briefly described in the continuation. The objects in CityGML are parsed and considered separately. A validator of geometry has been built to check the polygons for validity according to relevant applicable criteria defined in the standard ISO 19107-2003(E) [ISO03] and [Led13], such as the planarity of polygons. The polygons of each building are triangulated with Triangle [She96], and the resulting triangles are first stored in separate sets for each semantic class, and then as a group for each building. After the dataset was processed, the algorithm finds recurring vertices, re-indexes the faces to point to a unique point, and stores them only once to save space. Finally, the OBJ files are written.

Fig. 1 shows an example of the conversion. A CityGML dataset (middle), which was enriched with solar irradiation values (from the software Solar3Dcity [BHLS15]), is converted to OBJ (right). The colourmap, which is automatically generated in the process, is also shown.

5. Conversion from OBJ to CityGML (OBJ2CityGML)

Technically OBJ can be directly converted to CityGML (as a soup of non-classified and non-structured triangles), but that does not take advantage of the capabilities of the format, and in CityGML triangles are practically used only to store terrain. Here we attempt to infer the missing concepts from OBJ to match the structural level and conventional usage in CityGML, and have implemented a software prototype OBJ2CityGML. Our approach consists of the following steps: detecting the LOD of the OBJ dataset, detecting objects (connected components) and polygons (set of adjacent coplanar triangles), merging triangles into polygons, and inferring the semantic class of each polygon based on their normals.

5.1. Detection of the LOD

Research has been done to automatically detect the LOD of 2D (cartographic) datasets [TR15], however, no equivalent work exists in 3D.

We have detected the LOD in the following way: if all surfaces in the dataset are found to be horizontal or vertical the dataset is considered as LOD1. If there are sloped roofs the dataset is either LOD2 or LOD3. However, since we are not aware of many LOD3-grade models stored in OBJ, we classify them as LOD2.

It is important to perform this step in the beginning, so...
5.2. Two-step segmentation of triangles

5.2.1. Detection of objects

The first step is to group the triangles into those forming connected components, which represent individual buildings. This is a prerequisite for CityGML, in which structure the topmost node is `cityObjectMember`.

In order to do this, all edges of the triangles in the dataset are first indexed. Then, for each triangle, the algorithm detects the adjacent triangles by detecting the shared edges from the index. In a second pass, the algorithm finds distinct groups of faces that do not share any edge. The outcome of this process is illustrated in Fig. 2.

5.2.2. Detection of polygons

In the second step, for the triangles of each building, a similar algorithm has been employed to find triangles that form a planar surface that can be merged into a polygon and written in GML. The main difference is that besides the shared edges, the algorithm tests the orientation of the normal of two adjacent triangles. If they are adjacent and have the same normal, it means that they form a planar surface (Fig. 3).

5.3. Construction of polygons from triangles

At this phase, the process has a list of triangles that form a planar surface, which has to be merged into a polygon and written in GML. All edges that form the outer boundary of the surface are part of only one triangle, while those that are not are in more than one triangle. Hence, we find all such edges, and connect them in a ring that forms the boundary of the polygon. The sequence of the edges has been found by matching the start/end points of the set of edges, and the orientation of the resulting ring has been corrected according to the normal of the triangles.

5.4. Normal-based classification of semantics

The semantic segmentation and classification of urban features is a topical subject in computer science [MKKrG15, XAAH13]. We follow the approach of [DDG14] and [BAOBZ15], who have shown that the semantic class of a surface can be deduced from the orientation of its normal. For instance, a surface whose normal is horizontal is most likely a wall.

5.5. Storage as CityGML

In the last step, our structured geometry is written to CityGML. In the process, each building and polygon are assigned a unique identifier (UUID). The following example shows an excerpt of an OBJ representing a rectangular ground surface (two triangles forming a rectangle):

```
v 7.3257 5.6967 0.0
v 0.0 0.0 0.0
v -2.7931 3.5918 0.0
v 4.5326 9.2885 0.0
...
f 1 2 3
f 3 4 1
...
```

which is detected as a planar surface within a building of an LOD2 dataset, labelled as a ground surface, and finally converted to the geometry in GML and the structure of CityGML:
6. Discussion

For testing the implementation we have used procedurally generated CityGML models from Random3Dcity [BLS15a]. An impression of the dataset is also shown in Fig. 2 and Fig. 5. The advantage is that this is one of the rare instances of multi-LOD datasets available, so the performance of data in multiple LODs can be tested. We have also used real-world data, a 3D model (LOD1) of the campus of the Delft University of Technology [LM11], see Fig. 4.

Notice the increased storage footprint of CityGML in comparison to OBJ (cf. [BLS15b]).

Figure 4: In this LOD1 example the level of detail was correctly inferred from the OBJ dataset, hence, in the conversion to CityGML the deduction of the thematic surfaces was skipped. OBJ dataset courtesy of [LM11].

The results of the prototypes are valuable considering the simplicity of the approach. However, there are some limitations that present opportunities for future work. For instance, the normal-based approach for the classification of surfaces can only distinguish between a low number of classes—for example, it cannot differentiate between a roof, and a terrace or garage top (see Fig. 1). Advancing the method would require substantially more sophisticated approaches, probably reaching into the pattern recognition discipline. Another limitation is that the method does not detect polygons with interior geometry, or closed geometries such as solids.

7. Conclusions and future work

This paper presents an approach to convert a 3D city model stored in OBJ to CityGML, and vice versa. Allowing for the automatic conversion between these two quite different formats benefits practitioners from the best of both worlds—the ubiquitous support of OBJ in 3D modelling software, and the semantics and support of CityGML in GIS software. For instance, as a use case of the developed software, a CityGML dataset was prepared for 3D printing by converting it to OBJ (Fig. 5), which cannot be achieved directly. On the other hand, an OBJ can be converted to CityGML to run a spatial analysis such as the estimation of the insolation (see Fig. 1).

Figure 5: As a use case of CityGML2OBJs, we have converted a procedurally generated dataset in CityGML to OBJ for 3D printing purposes. Due to the limited software adoption, without such a tool CityGML datasets cannot reach their full potential. CityGML data source: [BLS15a].

There are many scientific and software opportunities in this area, and in this paper we have tackled only a part of the semantics that can be applied to a CityGML file. For future work we aim to detect more semantic classes within a city object and their labelling (e.g. as buildings, roads and trees). We also intend to preserve additional CityGML features that are not so easily handled (e.g. coordinate systems).

We also aim to handle the geometric errors that are commonly found in OBJ files [LAOM14], as well as the auto-
matic conversion of the more advanced geometry types supported by OBJ (e.g., Bézier surfaces) into CityGML.
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